Executable medical guidelines with Arden Syntax—Applications in dermatology and obstetrics
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A B S T R A C T

Introduction: Clinical decision support systems (CDSSs) are being developed to assist physicians in processing extensive data and new knowledge based on recent scientific advances. Structured medical knowledge in the form of clinical alerts or reminder rules, decision trees or tables, clinical protocols or practice guidelines, score algorithms, and others, constitute the core of CDSSs. Several medical knowledge representation and guideline languages have been developed for the formal computerized definition of such knowledge. One of these languages is Arden Syntax for Medical Logic Systems, an International Health Level Seven (HL7) standard whose development started in 1989. Its latest version is 2.10, which was presented in 2014. In the present report we discuss Arden Syntax as a modern medical knowledge representation and processing language, and show that this language is not only well suited to define clinical alerts, reminders, and recommendations, but can also be used to implement and process computerized medical practice guidelines.

Methods: This section describes how contemporary software such as Java, server software, web-services, XML, is used to implement CDSSs based on Arden Syntax. Special emphasis is given to clinical decision support (CDS) that employs practice guidelines as its clinical knowledge base.

Results: Two guideline-based applications using Arden Syntax for medical knowledge representation and processing were developed. The first is a software platform for implementing practice guidelines from dermatology. This application employs fuzzy set theory and logic to represent linguistic and propositional uncertainty in medical data, knowledge, and conclusions. The second application implements a reminder system based on clinically published standard operating procedures in obstetrics to prevent deviations from state-of-the-art care. A to-do list with necessary actions specifically tailored to the gestational week/labor/delivery is generated.

Discussion: Today, with the latest versions of Arden Syntax and the application of contemporary software development methods, Arden Syntax has become a powerful and versatile medical knowledge representation and processing language, well suited to implement a large range of CDSSs, including clinical-practice-guideline-based CDSSs. Moreover, such CDS is provided and can be shared as a service by different medical institutions, redefining the sharing of medical knowledge. Arden Syntax is also highly flexible and provides developers the freedom to use up-to-date software design and programming patterns for external patient data access.

© 2016 Published by Elsevier B.V.

1. Introduction

Medical knowledge is advancing and expanding very rapidly. The worldwide medical community is constantly sharing its new scientific findings and conclusions. Clinicians responsible for patient care have overloaded time schedules and find it difficult...
to keep pace with the most recent scientific data. Evidence-based medical practice guidelines have been developed to support clinicians and assist them in patient-specific clinical decision-making. These guidelines evaluate and summarize the existing evidence for important clinical areas, and provide the latest information on prevention, risk, diagnosis, therapy, prognosis, and cost-effectiveness. Even in their simplest form—as plain text-based documents—guidelines usually provide this information in some procedural form such as if-then statements, tables, or decision trees, which are then read and used in clinical routine. However, text-based guidelines are time consuming to read, may not be available when needed, and often difficult to update. Moreover, a variety of guidelines established by different organizations in different countries may exist for one and the same medical topic, recommending a variety of diagnostic and treatment procedures. These guidelines may be incomplete or overlapping, thus causing further ambiguity.

Software-based executable medical practice guidelines are used to provide relevant medical knowledge in fully computerized form, guiding clinicians through the decision-making process and dispensing with the need to read the respective text-based documents [1,2]. The time taken to disseminate new medical knowledge in clinical practice is reduced, and the new medical knowledge is available when needed. When given access to electronic medical records (EMRs), guideline-based clinical decision support systems (CDSSs) can automatically retrieve patient data, thus rendering additional manual input unnecessary. While simple computerized guidelines such as specialized input forms, dialog systems, or pop-up wizards have the disadvantage that any changes in the knowledge base require changes in the source code representation as well, CDSSs try to solve this problem by separating pure medical knowledge from the system’s source code.

An appropriate medical knowledge representation or guideline representation language is needed to model and formalize medical knowledge. Several guideline representation languages are available for this purpose [3,4]. The majority of them were developed independently of each other and are based on different approaches with distinct features.

Arden Syntax [5–7] is a Health Level Seven (HL7) International standard [8] for medical knowledge representation and processing. It divides knowledge into modules (so-called medical logic modules or MLMs), where each module represents the necessary medical knowledge to make at least one clinical decision. Arden Syntax was developed to implement simple alerts, reminders, and recommendations. Later then, Arden Syntax was also focused on sharing so-called knowledge packages. The aim was that only a few changes, or none at all, are needed to share such packages between institutions [7].

PRoforma was designed to facilitate the creation of safe and robust guidelines. It is an executable process modeling language and is capable of capturing the logical and procedural content of a protocol in the form of a constraint-satisfaction graph, where nodes represent tasks that can be interpreted or enacted by a computer. Guidelines are modeled as a set of clinical tasks (actions, enquiries, and decisions), which are hierarchically subdivided into plans [9,10].

Asgaard/Asbru [11] focused on the development of a modeling language for the representation of skeletal plans with respect to time, specifying processes and activities. It emphasizes guideline intentions rather than action prescriptions alone. Several options are available for modeling the clinical workflow in a feasible and practical manner [12].

The guideline interchange format GLIF was designed to make it easier to share guidelines between different institutions and software systems [10,13,14]. GLIF tries to build on the most useful features of other guideline models, and incorporate standards used in healthcare. Its expression language was originally based on Arden Syntax, and its default medical data model is based on the HL7 Reference Information Model (RIM) [15].

When comparing these languages in the published literature, Arden Syntax is considered too limited or unfit for the implementation of medical guideline-based CDSSs [10,11,13,16–19]. Some of these articles or book sections refer to sources in which outdated versions of Arden Syntax were used; newer Arden Syntax features are not taken into account. The most recent Arden Syntax version is version 2.10, which was fully implemented by [20]. The purpose of the present report is to reintroduce Arden Syntax and the available tools as a modern representation and processing language for medical knowledge, well suited to implement guideline-based CDSSs as well.

2. Methods

2.1. Implementation analysis

A first step in dealing with guideline-based CDSSs is to convert the existing medical practice guidelines into computer-interpretable formats. Since these guidelines are largely available as unstructured, non-formalized texts (see Fig. 1 from [21]), an automated conversion process is usually not possible. A structured and more formal knowledge representation can be achieved by creating flow charts manually. This knowledge format promotes the comprehensibility of the represented decision-making process and clearly shows whether all of its parts are covered in sufficient detail. It also helps to identify ambiguities and missing information. When several medical guidelines exist for one and the same topic—such as Lyme borreliosis [22–25]—merging the medical knowledge of such guidelines constitutes an additional layer of complexity. Again, for such cases, flowcharts are an appropriate tool to analyze points of concurrence, overlap, or contradiction between the guidelines (see Fig. 2). In addition to facilitating the identification of potential ambiguities and contradictions in medical guidelines, the use of detailed flowcharts as intermediate representation was also found to simplify the transformation of medical guidelines into computer-interpretable Arden Syntax (see Fig. 3).

2.2. Execution environment

An Arden Syntax server, together with its Arden Syntax engine, permits the implementation of CDSSs using a client-server architecture [26,27]. The clients rely on one or more servers for resource and processing power. Following this model, the Arden Syntax server is used to store and process computerized medical practice guidelines in the form of several usually interwoven MLMs, and provides access for administrative and maintenance tasks as well. A web-based client is used to communicate with the Arden Syntax server; here various service interfaces are offered. At present, representational state transfer (REST) and simple object access protocol (SOAP) web-services are supported. REST and SOAP are accessible with tools like client uniform resource locator (cURL) [28] and the PHP scripting language [29], but can also be implemented with other programming or scripting languages that are able to communicate via those services, such as HTML5, Java, or C++.

The present Arden Syntax server strongly promotes service-oriented architectures in medicine. CDS is offered to clinical institutions and can be shared as a service.

2.3. Implementing MLMs

MLMs in Arden Syntax contain the necessary structured knowledge of CDSSs. Arden Syntax has been kept as simple as possible [30], yet powerful enough to implement complex constructs [7]. It
Diagnostic evaluation

Clinical features of LNB

Neurological symptoms usually occur 1–12 (mostly 4–6) weeks after the tick bite, and mainly from July to December. Only 40–50% of the patients can recall a tick bite, and 20–30% report a local skin infection (erythema migrans) (stage I) [11,12]. More than 95% can be classified as early LNB (stage II), defined as signs and symptoms lasting for <6 months. Less than 5% have late LNB (stage III) with duration between 6 months and several years [12]. The natural course of early LNB is often self-limiting [13], whereas late LNB has a chronic course that probably reflects persistent survival of bacteria in nervous tissue.

Table 1 Classification of Lyme neuroborreliosis (LNB)

<table>
<thead>
<tr>
<th>Category</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Early LNB</td>
<td>Neurological symptoms for &lt;6 months</td>
</tr>
<tr>
<td></td>
<td>With manifestations confined to PNS (cranial nerves, spinal root or peripheral nerves) (Ban Lazuth syndrome)</td>
</tr>
<tr>
<td></td>
<td>With CNS manifestations</td>
</tr>
<tr>
<td>Late LNB</td>
<td>Neurological symptoms for more than 6 months</td>
</tr>
<tr>
<td></td>
<td>With PNS manifestations</td>
</tr>
<tr>
<td></td>
<td>With CNS manifestations</td>
</tr>
</tbody>
</table>

PNS, peripheral nervous system.

allows a similar code style as other general purpose programming languages, and also supports a more human readable writing style.

One of the most difficult tasks of representation languages is to devise a method of obtaining external data without being too tightly coupled with a specific data source system. In Arden Syntax, external data is either directly provided during the evoke process of the MLMs, or read using so-called curly brace expressions. The content of those curly brace expressions is—intentionally—not specified by the Arden Syntax standard. In the published literature, this is referred to as the “curly braces problem” and is seen as a weakness of Arden Syntax [6,17,31–34]. However, this approach provides the opportunity to access external data by implementing Java interfaces or so-called data interface connectors. These connectors are programmed such that they retrieve the results of the executed curly brace expressions and convert them into data objects, which can then be processed by the Arden Syntax server.

One approach to avoid the “curly braces problem” is to provide all necessary data at the time of calling an MLM. The advantage is that MLMs need not be modified when used by other institutions. The responsibility of handling data is shifted to the external client systems. Its disadvantage is that the external systems have to precisely prepare the data needed by each MLM.

Another approach is to avoid using actual database queries in curly brace expressions when implementing MLMs. The content of curly brace expressions should only define the type of required data (by keywords or a JavaScript Object Notation (JSON) [35] object, for instance). The execution engine sends the curly brace expression request to the appropriate connector, which can then map the expressions to actual database queries or use other ways of retrieving the requested data (such as simply reading a text file or calling an algorithm). By doing this, an institution with a different database or way of accessing the required data needs to implement just one “general” data interface connector.

A new feature of Arden Syntax version 2.9 is the use of fuzzy sets, fuzzy logic, and other fuzzy language constructs. Fuzzy sets and logic, and additional new concepts such as fuzzy data types and fuzzy operators extend the existing methods by processing linguistic and propositional uncertainty [26,36]. Instead of merely processing sharply bounded ‘yes’ or ‘no’ items, Arden Syntax is now able to compute uncertainty, allowing clinicians to select degrees of certainty as to which symptoms apply, diagnoses are indicated, or therapies demanded. Instead of answering that the patient has fever, the clinician may specify the compatibility of the term ‘fever’ with the measured body temperature and thus define natural gradations from normal to pathological more accurately (cf. Fig. 4).

3. Results

Based on two implemented prototypes, we show how Arden Syntax can be used for guideline-based CDS.

First, a guideline-based recommendation system for the diagnosis and treatment of Lyme borreliosis was developed [37,38]. In this prototype we focused on the communication process between the knowledge base MLMs on the server and the client in order to facilitate reusability of the client software for other medical guidelines.

The second prototype is a guideline-based reminder system in obstetrics. It employs four standard operating procedures (SOPs) published at the Department of Obstetrics and Gynecology, Vienna General Hospital [39,40].

3.1. Diagnosis and treatment recommendations for Lyme borreliosis

In this system, patient data are entered manually using a web-based user interface. After processing the data by applying the defined guideline-based MLM knowledge, diagnosis and treatment recommendations are generated. (Data could have been read from data sources such as an EMR system by using curly brace expressions, but we did not implement this possibility.) The
Fig. 2. Excerpt of the finally established Lyme borreliosis guideline, created by analyzing and combining the three available clinical practice guidelines from Austria, Germany, and Switzerland.
communication process between the server and its clients may be divided into four steps (see Fig. 5).

First, the client retrieves the available patient data from an internal database selected during a previous session. Second, a connection to the Arden Syntax server is established, requesting the execution of a specific MLM and sending the retrieved patient data as payload. This payload is structured as an Arden Syntax list containing key-value pair objects. While the value may be of any type, each key has to be a string. The executed MLM uses the received patient data as input to traverse the implemented decision tree. Whenever the decision tree checks for conditions, the parameter list is used to look up the required data. If the required data is available, the process continues and recommendations are generated. If the required data is not available, a question object asking for further information is generated, while the current execution of the MLM stops. In a third step, the Arden Syntax server sends the generated answer, containing at least one question or answer object, back to the client as a transfer object (see Fig. 6) with a predefined structure. Since no direct access to the medical data of EMRs was incorporated into this prototype, all required data have to be obtained through manual user input. When integrating the system into or connecting it with an EMR, data can be directly read from the EMR's data base, thus requiring minimal or no manual input.

In a fourth step, the client generates the user interface utilizing this transfer object. In case of user interaction, all additional patient data provided during this interaction are stored in the database before the entire process is repeated. This permits the user to stop the process at any time and resume whenever new data is available. Thus, the system is able to support guidelines spanning longer periods of time, such as multiple patient consultations.

The client only has to be aware of the structure of the transfer object used by the executed MLM in order to be able to represent it. This object is kept simple and very general, thus permitting the implementation of different medical guidelines. Both, the Arden Syntax server answer and the client request employ JSON as the interchange format. The result list contains recommendations generated by the MLM during its execution, and is displayed by the client. Question objects constitute data needed to further traverse the implemented decision tree.

A question object contains a question type, a label, and explanatory details. With this information the client determines the layout of the actual graphical user interface. Resolved recommendations are displayed and, if question objects exist, additional input fields

---

**Fig. 3.** Excerpt of a written Arden Syntax MLM. This MLM portion defines the results to be generated when certain conditions are true.
Fig. 4. This figure describes how fuzziness is computed. When evaluating an if-then-else statement of a proposition, which is neither fully true nor false but in between—presenting as a value greater than zero and less than one—the extended Fuzzy Arden Syntax engine evaluates both branches simultaneously. This is done for every if-then-else statement in an MLM, resulting in multiple final outcomes, each with its own computed degree of applicability (certainty). Operators are available for aggregating the multiple final outcomes (cf. aggregation operators in fuzzy control). Combined propositional uncertainties (through applying the fuzzy-extended operators not, and, and or) are calculated according to fuzzy logic.

Fig. 5. The client-server communication process shown as a flowchart. After a user interface is generated for the first time, the system awaits user interaction, i.e., answering questions generated by the MLM. The entire process may be repeated. Follow action A1 to A7.

generated. Different layouts may be used in querying the question type (see Fig. 7). The CDSS prototype employs two question types: Boolean and fuzzy. While Boolean describes a question for which only the answers “yes” or “no” are allowed, fuzzy describes a question for which the user may specify the degree of certainty to which specific situations apply [41] (see Fig. 8). Using all these concepts, it is the MLM representation of a guideline that defines the client’s user interface and its elements for user interaction. Finally, if a guideline needs to be updated, MLMs are the only elements affected by these changes.

The implemented prototype uses three Lyme borreliosis guidelines, created by an Austrian expert on Lyme borreliosis [25], the German Society for Dermatology [22], and the Swiss Society for Infectious Diseases [23]. They were mapped by one of the authors.
Transfer object

result: A list of strings containing recommendations generated by the system.

next_questions: A list of question objects to collect more patient data.

q_label: Represents the actual question as a string (text).

q_type: Describes the type of question (e.g., Boolean, fuzzy).

q_info: Additional information that would be useful to answer the question.

Fig. 6. Actual structure of the transfer object using JavaScript Object Notation, generated by an MLM, executed by the Arden Syntax server, and used to build the graphical user interface for the CDSS client, e.g., result (“Check patient for carditis”), next_question(q_label (“Carditis”), q_type(fuzzy), q_info (“description of carditis”)).

Fig. 7. Graphical user interface elements: Buttons to represent the Boolean question type, anticipating either “yes” or “no” as the answer. Sliders represent the fuzzy question type, permitting clinicians to specify the degree to which signs presented by a patient match certain symptoms of a disease. The entire real unit interval [0,1] is available, with “zero” representing false and “one” representing true.

Fig. 8. A graphical user interface for the Lyme borreliosis system generated using the transfer object, which was returned by an MLM and executed by the Arden Syntax server. When a clinician provides symptoms (together with their certainty) as input, the Arden Syntax server returns recommendations as alternatives. However, each alternative is weighted according to how well it fits the provided data.

(AS) together with a dermatologist into a single combined guideline, representing the knowledge base for this project. In case of contradictions during the merging process, several medical domain experts [37] discussed the problem and agreed on a consensual definition. The final Lyme borreliosis decision tree (see Fig. 2) was used to implement corresponding MLMs. In order to provide a means of skipping irrelevant parts of a decision tree when a patient shows later-stage symptoms, predefined entry points were created. The clinician may select one during the creation of a new database patient record.
3.2. Guideline-based reminders for obstetrics

The purpose of this system [39] is to support clinicians in obstetric care by processing data according to four implemented SOPs. The results are patient-specific reminder messages in the form of to-do lists tailored to the respective phase of care: pregnancy, labor, and delivery. The system also employs a client–server architecture, using an Arden Syntax server to harbor the knowledge base in the form of SOP MLMs. While the first project uses a PHP web client, this system employs the open source Ajax Framework ZK [42] to implement its web client as a Java enterprise application, and communicates with the Arden Syntax server using a Java interface provided by the server.

The system is divided into four parts. First, the user can view all original SOP documents used as a knowledge base for further information (see Fig. 9). Second, the system allows for the management of patients’ personal and medical data. This system would also benefit from EMR access, i.e., reading findings directly from the EMR’s database instead of collecting data via user input. However, this solution was not implemented here. Third, a clinician may execute SOP processing. This request will generate a result report for each patient and each SOP at a given point in time (see Fig. 10). Also a general report is generated, summarizing all results of the corresponding processing time (see Fig. 11). Fourth, the generated report can be viewed and downloaded as a pdf document.

By displaying or printing reminders including only those procedures that are important for the respective patient, it is possible to prevent overlooking individual SOPs as well as incorrect or incomplete compliance due to the large number of SOPs.

4. Discussion

CDSSs have not yet become a commonplace phenomenon, although they certainly can improve the quality of clinical practice and contribute to patient safety [43]. This is partly due to systems not being well integrated into routine clinical workflows. A large number of the current CDSSs must be tightly linked to specific EMR systems in order to exploit their full potential [44]. Sharing such CDSSs with other institutions involves significant effort, resources, and software redesign. As shown here, Arden Syntax has the potential to cope with these issues.

Using the service-oriented architecture for Arden Syntax execution environments described above, institutions are able to transfer or share MLMs with each other. In cases of web-based applications, given adequate security measures, other institutions may be granted access to the implemented services (REST or SOAP) via

---

**Group B streptococcus in pregnancy**

**Background:**

Infection with Group B streptococcus (GBS) is the most frequent cause of neonatal sepsis. Early-onset GBS infection in neonates occurs within one to five days after birth and is the result of vertical (mother-to-child) transmission during or shortly before birth; the case fatality rate ranges between 23% and 50% in central Europe. Late-onset GBS infection in neonates occurs within five to 30 days after birth and is usually associated with meningitis; the case fatality rate ranges between 10% and 25%.

The rate of vaginal GBS colonization in pregnant women is around 5% to 25%. Vertical transmission occurs in about 50% of colonized women, and neonatal infection develops in 0.5% to 1% of these cases. The introduction of intrapartum chemoprophylaxis has reduced the frequency of neonatal GBS infection by 65%.

**Diagnosis:**

- The standard procedure is to obtain swabs from the vagina and the rectum (using a single cotton swab) and to perform GBS cultures.
- Rapid diagnostic tests from vaginal secretions

**Management during pregnancy:**

**Approach A:** GBS screening using vaginal swabs between 35 to 37 weeks’ gestation during routine pregnancy care

**Approach B:** If no GBS screening in pregnancy has been done, intrapartum chemoprophylaxis in high-risk patients (see below)

**In any case:**

- Obtain vaginal swabs in all patients with threatened preterm birth (preterm labor or preterm premature rupture of the membranes -- see respective SOPs)
- If GBS cultures are positive, write a clear pop-up reminder in the PIAC computer program

---

Fig. 9. An original Streptococcus SOP used at the obstetrics department of Vienna General Hospital.

---

Please cite this article in press as: Seitering A, et al. Executable medical guidelines with Arden Syntax—Applications in dermatology and obstetrics. Artif Intell Med (2016), http://dx.doi.org/10.1016/j.artmed.2016.08.003
Internet. The ability to access web-based applications from any location via a hospital’s intranet promotes continuous integration into clinical routine, making CDS available when needed.

Similar to the SANDS approach in [45], an Arden Syntax server has an architecture that provides a means of executing CDS across a network and sharing CDS content. Since Arden Syntax also has a service-oriented approach and supports modularity, it can be used in a centralized manner. The platform components are divided into front-end and back-end, and may be deployed on separate servers.

As described here, the frequently cited “curly braces problem” [6,17,31–34] grants developers the freedom to use various software design and programming patterns for external data access. For some implementations this may, but need not necessarily, result in excessively tight coupling. The problem exists in other current languages as well, although it is not as obvious in some of these. GLIF, for instance, provides a uniform data model and thus facilitates data access for developers [14]. If a uniform data model could pass data for an MLM call, this could be achieved for Arden Syntax as well. However, doing so would merely shift the data access problem to another level of abstraction: from the MLM developer to the systems developer. When uniform data models are used, institutions have to convert their medical data according to such models before being able to use them. GLIF’s developers have acknowledged that the goal—to support the sharing of guidelines between different institutions and software systems—is currently impractical, given the evolving nature and apparent conceptual differences amongst the competing guideline representations [10].

Arden Syntax does not define a standard vocabulary for symptoms, laboratory test results, diagnoses, treatment procedures, and medication. As a result, CDSS developers are free to support one or several terminology standards in their CDSSs. Arden Syntax does not hinder the development of a data model that may be employed by several institutions. If a standard vocabulary is used, hospitals with different clinical terminologies have to transform their data according to the standard vocabulary, regardless of the knowledge or guideline representation language they use.

In conclusion, CDSSs should focus on the ease of medical knowledge management by not requiring adaptations to the rest of the

---

**Fig. 10.** A generated Streptococcus SOP report, including corresponding patient data, relevant medical findings, and instructions as to what has to be done.
Summary

Patient:

Anna (model patient) Berger

(SINr. 3224120982)

First day of last menstrual period: 2014-09-09

Estimated day of delivery: 2015-06-17

Week of gestation: 38

Admitted by: Out-patient clinic

Instructions:

- Intrapartum chemoprophylaxis with Penicillin G 10 million units intravenously every eight hours from the onset of labor until delivery
- In case of penicillin allergy: Cephalosporins (first generation) every eight hours (e.g., ZOLICEF® 2g intravenously)
- In case of cross-reactivity between penicillins and cephalosporins: Clindamycin (e.g., DALACIN® 600mg) intravenously every eight hours until delivery
- In primary caesarean sections at term no intrapartum chemoprophylaxis is indicated in patients with positive GBS screening. However, standard antibiotic prophylaxis during caesarean section is indicated (according to SOP “Antibiotic prophylaxis in caesarean section”).

Gestational week 37: (37.38.39)

Blood pressure, urine dipstick, weight, home blood pressure monitoring, 24-hour blood pressure monitoring, preeclampsia education. In patients with mild hypertension/preeclampsia: Surveillance (reappointment at term). In patients with severe hypertension/preeclampsia: Hospitalization (further instructions).

Performance of Doppler sonography: Normal results: Reappointment only if necessary. Abnormal Results: Hospitalization or reappointment in up to one week.


Fig. 11. A general report summarizing the results of all SOPs, including patient data and all generated instructions as to what needs to be done.
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software system. We emphasize that it is the responsibility of the software developer to design and implement CDSS architectures that are reusable for various institutions. We showed two examples of such implementations. Given these prerequisites, MLM developers will not need to focus on anything other than MLMs.